ABSTRACT
The systemic view of second-order science emphasizes the interaction of observer and observed, but tacitly assumes a single observer, or at least a unity of observer perspective. But experience in multiple domains and disciplines, including software engineering, decision science, health sciences, co-creation and Living Labs, knowledge management, community development and government policy has emphasized the multiplicity of goals and perspectives across stakeholders. We look at the issues that arise when multiple views are incorporated, and propose a toolkit for addressing those issues.
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1. INTRODUCTION
While Second-Order Science is based on the interaction of the observer and the observed, there is a tacit picture of a single investigator (scientist, practitioner, social scientist, and so on) or tight community interacting with an identified if not well-understood problem (Figure 1a — see last page). To facilitate discussion, we extend this picture (Figure 1b) to indicate that Observer A is focused on the interaction between herself and the problem B: here Alice (A) is focused on the interaction between herself and B, from its initial statement as a problem (?B) to its possible solution (!B); the outer box indicates that this focus occurs in the environment of Alice’s context.

However, modern science is collaborative across larger scales, and applied science and technology is often undertaken by researchers/developers at the behest of clients and for use by consumers who typically lack a commonality of perspective, knowledge or context with those researchers.

In Section 2, we look at the traditional view of Second-Order Science as presented at IIIS Multi-Conferences and elsewhere, and in Section 3 look at the issues introduced by change in observer and focus, using the context of software development of an innovative product line or service. In Section 4, we survey a number of standard tools and approaches that can help resolve issues and narrow gaps, and the modifications that might be needed to apply these more generally. Finally, in Section 5, we briefly present our conclusions.

2. SECOND-ORDER SCIENCE
Second-order science has three related but different meanings in the literature [34]: (1) Web-mediated, cooperative and open collaborative scientific exploration, resulting in a hyperlinked resource in “the internet of things” [36]; (2) meta-science, combining multiple studies and disciplines to attain deeper knowledge [25]; and (3) the expansion of science by means of new concepts and theories, especially through the interaction of observer and observed [18]. We focus on the third of these, which (as its proponents argue) is inescapable in social, decision and health sciences, and frequently fruitful in other sciences.

Second-order science recognizes that science occurs in a context that affects interpretation of the problem, and both guides and constrains progress toward the solution. And while its primary concern is mutual effects from the interaction of observer, observed and context, it recognizes that change may also occur from changes internal to any of the three (reflection and reflexivity), or from external changes.

However, second order science (in the systemic view) concentrates on the interaction of science and the scientist, and thus tacitly assumes a single observer, or at least a unity of observer perspective. But experience in multiple domains and disciplines, including software engineering, decision science, health sciences, co-creation and Living Labs [13, 29], knowledge management, community development, and government policy has underlined the multiplicity of goals and
perspectives across stakeholders in the problem, and emphasized the need to integrate these perspectives.

3. MULTIPLE OBSERVERS AND MULTIPLE PERSPECTIVES

We consider a paradigmatic situation of multiple observers: development of an innovative software product line or service. For simplicity and ease of both illustration and understanding, we assume a single client, a single experienced team of developers, and a single, largely homogeneous user community, and no other stakeholders. For convenience, we will think of each as a single individual: Carol, the client; Diane, the developer, and Ursula, the user.

Initially, Carol, the client, begins with a problem to which she would like a solution to be used, applied, or understood by Ursula, the user (Figure 2a). Carol then proposes the problem to Diane, the developer (Figure 2b), after which it becomes Diane’s problem (Figure 3a). At this point, the real difficulty occurs: Diane does not have the same context and background as Carol, and may have a different understanding of the problem.

We can see that the problems emerge when context and perspective change: handoff (Figure 3a), delivery (Figure 4a) and use (Figure 5b). Further problems and complications, with even more views and versions, arise in debugging, maintenance and evolution, particularly if multiple stakeholders are involved in discovering and resolving the error, flaw, or environmental change. The fundamental if not fully realizable goal will be to involve all stakeholders and unify their perspectives in each step of the process.

Multiple perspectives and multiple stakeholders inherently introduce differences in background and expertise, work environment, problem languages and glossaries, context, knowledge, and expectations, in addition to issues introduced by differences in social culture and mother tongue. (There may also be complications introduced by standards, statutes and regulations, by intellectual property concerns, and by the need for trust.) These issues persist even if the multiple observers are multiple teams of researchers, multiple developers collaborating or otherwise working together, or a service being designed for a consortium of clients. Continuing, Diane solves the problem (Figure 3b) and delivers the solution (Figure 4a), at which point Carol needs to determine if her interpretation (X) of Diane’s solution (C) corresponds to Carol’s problem (B) (Figure 4b). Finally, the solution/product is deployed for use by Ursula (Figure 5a) — and the same problem arises again (Figure 5b).

4. ADDRESSING THE PROBLEM: A TOOLKIT

The problems identified above can be partially addressed and ameliorated via a combination of well-known approaches, with two goals, partitioning the approaches by the goal each addresses.

The first group aims primarily at establishing concordance between stakeholder views: interoperability (in both narrow and broad senses) to establish a common business and technical infrastructure and opportunities for shared frameworks, and support cooperation and collaboration; requirements elicitation and analysis, to identify stakeholders and their interests, as well as nature and constraints of the problem; and knowledge transfer and knowledge management, to enrich context and understanding of the problem, as well as to create shared context.

The second group is more oriented toward assuring a proper solution process and better solutions of the original problem: verification and validation, to assure both proper translation across contexts and correct steps toward solutions; maintenance and evolution for both the project and the product, to handle changes gracefully while preserving concordance; and a number of engineering approaches common in software engineering, aimed at optimizing the solution process.

Each group has some impact on the other goal, and the activities overlap and interleave. For example, requirements and knowledge management are clearly tightly coupled, and both are needed for good risk analysis and management, as is interoperability. Likewise, validation has to rely on requirements analysis and knowledge management to assist in clarifying stakeholder goals and to explicate constraints, as well as good communication and interaction; conversely, validation or verification failures lead to maintenance problems or evolution of the problem, its requirements, or its solution.

- Interoperability: Interoperability traditionally addresses platform and protocol standardization or alignment for IT and communication (data, objects, software systems, services, communication channels) [27, 35], to assure resources and channels for interaction, with standard meaning and effect (semantics) for shared functionality. It has been extended [8, 15, 20] to

1. alignment of technical and business processes (rules, process, strategy),
2. understanding and integrating culture, language and glossaries (culture, knowledge),
3. providing consistency for problem and solution facets (security, risk), especially at interfaces or affecting multiple stakeholders; and
4. supporting consistent use of shared frameworks (social networks, cloud) and a consistent project view and understanding of responsibilities (ecosystem),

that is, to provide a common technical, business and knowledge environment to support communication, coordination and collaboration among stakeholders.

While interoperability is most important with multiple autonomous developers, these facets matter even in the simple scenario we are considering.

- Requirements: Requirements acquisition, elicitation, and analysis are common engineering and business activities [7, 12, 16]. Short-circuiting or badly performing these processes has been responsible for many engineering and software disasters. Acquisition and elicitation seek to establish domain context, understandings, expectations and constraints; analysis to verify completeness, coherence and clarity. The key activity throughout the process is questioning: identifying stakeholders, considering goals, constraints, difficulties and risks [3]; eliciting stakeholder expectations; and assuring high quality, well-documented results. A standard list of requirements workshop questions can be found in [28]; these may need to be extended to deal with collaboration [22], even in the context of co-creation.

Note that even though agile approaches [1, 21] place less emphasis on comprehensive requirements analysis, initial
exploration is still required, both to define the problem and to reach an agreement among stakeholders to proceed. There is also a documentation tradeoff with such approaches. On the one hand, documentation co-evolves with analysis and design in an iterative-incremental process, allowing for and benefitting from improving understanding and knowledge accumulation and refinement (itself requiring steady interactions and shared models of understanding). On the other, there is a risk that evolving implicit understandings may not be reflected in the final documentation. This may in turn affect maintenance and evolution, since solid requirements and design documentation is eventually needed to support collaboration or changes in the development team in the course of long-lived projects [32].

- Knowledge transfer and knowledge management: From the second-order science perspective, the main objective is to assure faithful translation and transfer of problem and context between observers/stakeholders, in tandem with validation and verification activities. With this in mind, important issues for knowledge management [2, 4, 5, 11] will include the following activities and concerns.

Standardize glossaries, process notations, and concept maps as far as possible, often together with agreeing on infrastructure and tools. (Be careful of overloaded terms such as “security” [electronic? physical? personnel?] or “usability” [availability? ergonomics? disability access? learnability?], and of terms and constructs with social, linguistic, domain-dependent or enterprise-specific meanings or connotations [22].) Determine, classify and articulate knowledge (as far as possible) as explicit, implicit, or tacit knowledge, and (critically) identify assumed shared knowledge, and to the extent possible the kinds of integrated, collaborative or emergent knowledge that may arise [19]. In an enterprise setting, don’t forget to consider implicit business rules and policy, and to identify not only formal but informal or implicit advocates/sponsors and flows of information.

- Testing, verification and validation: These three are related but not identical. Testing refers to determining correctness by interaction with the solution; validation to determining functionality with the solution deployed in the client’s or users’ environment (platform, user community, context, and so on), and verification to formal methods used to demonstrate properties of the solution.

From the perspective of multiple observers in second-order science, there are two key activities, which may make use of any or all of these approaches. The first, affecting every instance, is to check for consistency between the problem and its solution, and fidelity to its specification. The second, in the multiple observer/stakeholder scenario, is to check, to the extent possible, for consistency between understandings of the problem and context at transfer points (as illustrated in Section 3).

In addition, particularly in the context of software engineering, protocols for interfaces have to be tested, validated and verified, as do fulfillment of stakeholder objectives and satisfaction of critical constraints. Moreover, where appropriate, the solution (or problem monitoring) should be instrumented to facilitate testing and validation. Such testing should be focused on interfaces and points of protected variation (PPV) [17]. These comprise locations at which one or more of the following occur: structural or semantic change is likely, risks are high, there are tricky special cases, critical requirements are addressed, or there is a “dependency knot”—many other components affect or are affected by actions or tests at this location.

- Modern software engineering processes and techniques: These basically fall into three groups: (1) interactions between stakeholders to clarify requirements and validate translations (focus groups, requirements negotiation, use cases and function lists, early prototyping, and ongoing stakeholder interaction, including co-design and co-creation or “Living Labs” [13, 29]); (2) approaches to support incremental and iterative convergence on the correct problem and solution, as well as debugging, maintenance and evolution (including software architectures, adaptive and agile methods [1, 21], design patterns [16, 17], refactoring [9]); and (3) approaches to facilitate collaboration and establish trust and sharing [22].

- Maintenance and evolution as a process: Multiple changes in context, problem and perspective, sometimes orthogonal and sometimes strongly interacting, must be handled, primarily by the developer [30]. In software engineering, maintenance includes preventive (security), adaptive (environmental changes and portability), corrective (fixing faults and bugs) and perfective (evolution) aspects. The latter two are the most significant for multi-perspective second order science.

The most obvious issues to be addressed are errors in the original problem formulation or failure to properly handle unanticipated exceptions and corner cases. The solution must also evolve to account for changes in client or user needs, the underlying platform and infrastructure, or external issues such as security threats.

In the knowledge transfer view, this process is both simpler and more complex than reconciling viewpoints in the development phase. On the one hand, a common context and common glossary has been established, although there may be problems arising there through higher-order contextual or linguistic differences. On the other hand, there are new difficulties in identifying and addressing discordance between developer solutions and client or user expectations, and in interpreting user reports of errors or difficulties.

In addition, the process itself needs to evolve [31], using feedback from validation, quality assurance and maintenance activities plus project retrospectives [6, 14] to address perceived shortcomings or opportunities for optimization—an echo of the standard second-order science view.

Note that these issues have already been examined and partially addressed, not only in software engineering, but also in traditional engineering [26]; also compare [23, 33], and to some extent in management/decision science [12], community development [24, 29], and even in applied and pure science. But note also that the problems are made more complicated and new issues introduced by multiple clients, developers, user communities, and additional stakeholders, including governmental and standards agencies, as well as by intellectual property, privacy and security concerns [22].

5. CONCLUSIONS
The plurality of observers, contexts and perspectives common in the scientific enterprise calls not so much for a revision of second-order science and the systemic approach, as for an acknowledgment that the observer+observed view is a simplification. A full discussion of the systemic view of second-order science must take account of the issues of collaboration, translation, and interaction much as first-order science is in the process of doing.

In this paper, we have identified critical instants even in a simplified project, and suggested a number of tools and approaches borrowed from decision science and software engineering to partially mitigate the problems.
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